Program 5

Aim-introduction to transfer learning and fine tuning in deep cnn. Also, discuss various pre-trained networks with their advantage and drawbacks.

Theory-

1. Introduction to transfer learning: transfer learning is a machine learning technique where a model developed for one task is reused as the starting point for a model on a second task. In deep learning, particularly with convolutional neural networks (cnns), transfer learning has proven highly effective because cnns trained on large datasets like imagenet have already learned useful features such as edge detection, shape recognition, and texture identification. These features can be generalized across many different types of image recognition tasks.

Instead of training a deep learning model from scratch (which can be computationally expensive and time-consuming, requiring large datasets), transfer learning allows us to leverage the knowledge learned by a pre-trained model.

2. Concept of transfer learning in deep cnn: in deep cnns, lower layers learn general features like edges and textures, while higher layers learn more task-specific features. In transfer learning, we use the lower layers of a pre-trained network as a feature extractor and modify the higher layers to suit the new task.

This significantly reduces training time and provides better performance, especially when the new dataset is smaller.

3. Fine-tuning: fine-tuning is a specific type of transfer learning where you not only replace the output layer but also allow some (or all) of the pre-trained model's layers to be updated during training.

In typical transfer learning:

* The pre-trained model's layers are frozen (i.e., their weights are not updated).
* Only the newly added classifier (top layer) is trained on the new dataset.

In fine-tuning:

* Some of the pre-trained layers (usually higher layers closer to the output) are unfrozen, meaning they can learn and adjust weights based on the new dataset.
* The learning rate during fine-tuning is usually lower to ensure the changes in the weights are small and don’t drastically affect the model’s pre-learned features.

4. Types of transfer learning: there are two primary types of transfer learning in deep learning:

A. Feature extraction (frozen layers):

* Here, the pre-trained model is used as a feature extractor. The layers are frozen, and the output layer is modified to suit the new dataset. Only the new classifier is trained on the new data.
* This method works well when the dataset is small and the new task is similar to the one the model was pre-trained on.

B. Fine-tuning (unfreezing layers):

* Fine-tuning involves unfreezing some of the layers of the pre-trained model, allowing them to learn from the new dataset.
* Fine-tuning is typically used when the dataset is larger, or the new task is somewhat different from the original task.
* It allows the model to adapt the learned representations to the specifics of the new task.

5. Common pre-trained networks:

Several cnn architectures are widely used in transfer learning and fine-tuning. These networks are typically trained on large datasets like imagenet, which contains over 1 million images and 1000 classes.

6. Advantages of transfer learning:

* Reduced training time: since the base layers are already pre-trained, training time is significantly reduced.
* Better performance with less data: transfer learning allows better generalization, even with smaller datasets.
* Overcoming the need for large datasets: deep learning models require vast amounts of labeled data for training, which may not always be available. Transfer learning allows you to apply models that were trained on large datasets to your own smaller datasets.

7. Drawbacks of transfer learning:

* Domain specificity: if the task or domain of the new dataset is very different from the original dataset (e.g., medical images vs. Natural images), transfer learning may not work well.
* Large models: many pre-trained networks are quite large, requiring more computational resources, even if you're only using them as a feature extractor.
* Overfitting: in some cases, transferring too much knowledge from the pre-trained model can lead to overfitting, especially when the dataset is small.

8. Applications of transfer learning:

A. Image classification: transfer learning is frequently used in image classification tasks where models like vgg, resnet, and inception have shown excellent performance.

b. Object detection and segmentation: pre-trained models can be fine-tuned for tasks like detecting objects in an image or segmenting images into different classes.

C. Natural language processing (nlp): transfer learning is also widely used in nlp tasks where models like bert and gpt-3 are pre-trained on vast corpora of text and fine-tuned for specific language-related tasks.

D. Medical imaging: transfer learning has shown promise in medical imaging tasks like disease diagnosis, where data is scarce but critical.

Viva questions

1. What is transfer learning?
   * Transfer learning refers to using a model trained on one task as the starting point for a model on another related task.
2. Why do we use transfer learning in cnns?
   * It is used to leverage the learned features from large datasets to reduce training time and improve performance on tasks with smaller datasets.
3. What is fine-tuning in cnns?
   * Fine-tuning is the process of retraining some or all layers of a pre-trained network on a new dataset to adapt it to the new task.
4. What is the difference between transfer learning and fine-tuning?
   * In transfer learning, the pre-trained model is used without changing the weights. In fine-tuning, we adjust some or all of the weights based on the new dataset.
5. Give an example of a pre-trained cnn model.
   * Examples include vgg16, resnet, inceptionnet.

Program-6

Aim - implementation of transfer learning using pre-trained model (mobilenetv2) for image classification in python

Theory-

Introduction to transfer learning:

transfer learning is a machine learning technique where a model trained on one task is repurposed to solve another related task. In deep learning, especially with convolutional neural networks (cnns), transfer learning is commonly used to leverage models pre-trained on large datasets such as imagenet for smaller and more specific tasks. This saves time and computational resources and can often result in higher accuracy than training a model from scratch, particularly when the new task has limited data.

Mobilenetv2:

mobilenetv2 is a lightweight deep neural network architecture designed by google for mobile and embedded vision applications. It is optimized to perform well even on devices with limited computational power, such as smartphones. The architecture is based on depthwise separable convolutions, which significantly reduce the number of parameters and computational cost while retaining model accuracy.

Mobilenetv2 is particularly suitable for transfer learning and fine-tuning because it balances performance and efficiency, making it an excellent choice for real-time applications or resource-constrained environments.

Mobilenetv2 architecture:

Mobilenetv2 builds on its predecessor, mobilenetv1, and introduces several key improvements:

* Depthwise separable convolutions: this technique separates convolution into two operations:
  + Depthwise convolution: applies a single filter to each input channel.
  + Pointwise convolution: applies a 1x1 convolution to combine the outputs of the depthwise convolution. This reduces the number of computations and parameters, making the model lighter.
* Inverted residuals and linear bottlenecks: in traditional residual networks (like resnet), the residual blocks allow the input to bypass layers and directly connect to the output. In mobilenetv2, these residual connections are "inverted" and involve a linear bottleneck layer. This helps in preserving the representational power while reducing complexity.
* Efficient layer design: the overall design focuses on making the network smaller and faster, allowing it to be deployed on edge devices while maintaining reasonable accuracy for a wide range of tasks.

Code and output-

Import numpy as np

Import pandas as pd

Import matplotlib.pyplot as plt

Import tensorflow as tf

# from keras.preprocessing.image import imagedatagenerator

From tensorflow.keras.preprocessing.image import imagedatagenerator

Train\_data\_generator=imagedatagenerator(rescale=1./255,shear\_range=0.2,zoom\_range=0.2,horizontal\_flip=true)

Training\_set=train\_data\_generator.flow\_from\_directory(r"output\train",target\_size=(224,224),batch\_size=32,class\_mode='binary')

Test\_data\_generator=imagedatagenerator(rescale=1./255)

Testing\_set=test\_data\_generator.flow\_from\_directory(r"output\val",target\_size=(224,224),batch\_size=32,class\_mode='binary')
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From tensorflow.keras.callbacks import earlystopping

Base\_model = tf.keras.applications.mobilenetv2(input\_shape=(224,224, 3),

                                               include\_top=false,

                                               weights='imagenet')

Base\_model.trainable = false

Model = tf.keras.sequential([

    base\_model,

    tf.keras.layers.globalaveragepooling2d(),

    tf.keras.layers.dense(10, activation='softmax')  # adjust the output units to match the number of classes

])

Model.compile(optimizer=tf.keras.optimizers.adam(),

              loss='sparse\_categorical\_crossentropy',

              metrics=['accuracy'])

# early\_stopping=earlystopping(patience=3)

Model.fit(training\_set, epochs=100, validation\_data=testing\_set)

        #   ,callbacks=[early\_stopping])
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Viva questions-

1. What is mobilenetv2?

* Mobilenetv2 is a lightweight convolutional neural network designed for mobile and edge devices, utilizing depthwise separable convolutions to reduce complexity and size.

1. Why do we use mobilenetv2 for transfer learning?

* Due to its efficiency and low computational requirements, it is suitable for resource-constrained environments like mobile and embedded devices.

1. What are depthwise separable convolutions?

* Depthwise separable convolutions divide a standard convolution into two simpler operations: depthwise convolution and pointwise convolution, drastically reducing the number of parameters.

1. What is the importance of freezing layers in transfer learning?

* Freezing layers ensures that the pre-trained weights are not modified during initial training, preserving the learned features.

1. At which point should you unfreeze layers during transfer learning?

* After training the new classifier on top of the frozen base model, you may unfreeze some layers and fine-tune the model to improve performance on the new task.